![UOW-logo](data:image/jpeg;base64,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)![F:\Ishara\F\web_documents\IIT Pics-Micellaneous\IIT-UOW logos\IIT LOGO ORIGINAL.jpg](data:image/jpeg;base64,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)
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**Test Cases:**

**Task\_1**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Test Case** | **Expected Result** | **Actual Result** | **Pass/Fail** |
| 1 | (Booths Initialised correctly)  After program starts, 100 or VVB | Displays ‘empty’ for all booths | Displays ‘empty’ for all booths | Pass |
| 2 | After program starts, 102 or APB | Displays all ‘empty’ booths and asks for name and booth number | Displays all ‘empty’ booths and asks for name and booth number | Pass |
| 3 | After program starts, 101 or VEB | Displays all ‘empty’ booths | Displays all ‘empty’ booths | Pass |
| 4 | After program starts, 103 or RPB | Asks for booth number and change value of booth to ‘empty’ | Asks for booth number and change value of booth to ‘empty’ | Pass |
| 5 | After program starts, 104 or VPS | Temporarily Sorts all elements in booths array in alphabetical order but does not change the element locations | Temporarily Sorts all elements in booths array in alphabetical order but does not change the element locations | Pass |
| 6 | After program starts, 105 or SPD | Writes all the elements in the booths array to a text file. | Writes all the elements in the booths array to a text file. | Pass |
| 7 | After program starts, 106 or LPD | Writes all the records in the text file as elements in the booths array | Writes all the records in the text file as elements in the booths array | Pass |
| 8 | After program starts, 107 or VRV | Displays how many vaccines are remaining | Displays how many vaccines are remaining | Pass |
| 9 | After program starts, 108 or AVS | Asks how many more vaccines are to be added and increments total number of vaccines remaining with user input | Asks how many more vaccines are to be added and increments total number of vaccines remaining with user input | Pass |
| 10 | After program starts, 999 or EXT | Exits program | Exits program | Pass |

**Task\_2**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Test Case | Expected Result | Actual Result | Pass/Fail |
| 1 | After program starts, 100 or VVB | Displays ‘empty’ for all booths | Displays ‘empty’ for all booths | Pass |
| 2 | After program starts, 102 or APB | Displays all ‘empty’ booths and asks for name and booth number | Displays all ‘empty’ booths and asks for name and booth number | Pass |
| 3 | After program starts, 101 or VEB | Displays all ‘empty’ booths | Displays all ‘empty’ booths | Pass |
| 4 | After program starts, 103 or RPB | Asks for booth number and change value of booth to ‘empty’ | Asks for booth number and change value of booth to ‘empty’ | Pass |
| 5 | After program starts, 104 or VPS | Temporarily Sorts all elements in booths array in alphabetical order but does not change the element locations | Temporarily Sorts all elements in booths array in alphabetical order but does not change the element locations | Pass |
| 6 | After program starts, 105 or SPD | Writes all the elements in the booths array to a text file. | Writes all the elements in the booths array to a text file. | Pass |
| 7 | After program starts, 106 or LPD | Writes all the records in the text file as elements in the booths array | Writes all the records in the text file as elements in the booths array | Pass |
| 8 | After program starts, 107 or VRV | Displays how many vaccines are remaining | Displays how many vaccines are remaining | Pass |
| 9 | After program starts, 108 or AVS | Asks how many more vaccines are to be added and increments total number of vaccines remaining with user input | Asks how many more vaccines are to be added and increments total number of vaccines remaining with user input | Pass |
| 10 | After program starts, 999 or EXT | Exits program | Exits program | Pass |

**Task\_3\_1**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Test Case | Expected Result | Actual Result | Pass/Fail |
| 1 | After program starts, 100 or VVB | Displays ‘empty’ for all booths | Displays ‘empty’ for all booths | Pass |
| 2 | After program starts, 102 or APB | Displays all ‘empty’ booths which belong to the vaccine type they choose and asks for First name, Surname, which vaccination they would like and booth number | Displays all ‘empty’ booths which belong to the vaccine type they choose and asks for First name, Surname, which vaccination they would like and booth number | Pass |
| 3 | After program starts, 101 or VEB | Displays all ‘empty’ booths | Displays all ‘empty’ booths | Pass |
| 4 | After program starts, 103 or RPB | Asks for booth number and change value of booth to ‘empty’ | Asks for booth number and change value of booth to ‘empty’ | Pass |
| 5 | After program starts, 104 or VPS | Temporarily Sorts all elements in booths array in alphabetical order but does not change the element locations | Temporarily Sorts all elements in booths array in alphabetical order but does not change the element locations | Pass |
| 6 | After program starts, 105 or SPD | Writes all the elements in the booths array to a text file. | Writes all the elements in the booths array to a text file. | Pass |
| 7 | After program starts, 106 or LPD | Writes all the records in the text file as elements in the booths array | Writes all the records in the text file as elements in the booths array | Pass |
| 8 | After program starts, 107 or VRV | Displays how many vaccines are remaining | Displays how many vaccines are remaining | Pass |
| 9 | After program starts, 108 or AVS | Asks how many more vaccines are to be added and increments total number of vaccines remaining with user input | Asks how many more vaccines are to be added and increments total number of vaccines remaining with user input | Pass |
| 10 | After program starts, 999 or EXT | Exits program | Exits program | Pass |

**Task\_3\_2**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Test Case | Expected Result | Actual Result | Pass/Fail |
| 1 | After program starts, 100 or VVB | Displays ‘empty’ for all booths | Displays ‘empty’ for all booths | Pass |
| 2 | After program starts, 102 or APB | Displays all ‘empty’ booths which belong to the vaccine type they choose and asks for First name, Surname, Age, City, NIC or Passport Number, which vaccination they would like and booth number | Displays all ‘empty’ booths which belong to the vaccine type they choose and asks for First name, Surname, Age, City, NIC or Passport Number, which vaccination they would like and booth number | Pass |
| 3 | After program starts, 101 or VEB | Displays all ‘empty’ booths | Displays all ‘empty’ booths | Pass |
| 4 | After program starts, 103 or RPB | Asks for booth number and change value of booth to ‘empty’ | Asks for booth number and change value of booth to ‘empty’ | Pass |
| 5 | After program starts, 104 or VPS | Temporarily Sorts all elements in booths array in alphabetical order but does not change the element locations | Temporarily Sorts all elements in booths array in alphabetical order but does not change the element locations | Pass |
| 6 | After program starts, 105 or SPD | Writes all the elements in the booths array to a text file. | Writes all the elements in the booths array to a text file. | Pass |
| 7 | After program starts, 106 or LPD | Writes all the records in the text file as elements in the booths array | Writes all the records in the text file as elements in the booths array | Pass |
| 8 | After program starts, 107 or VRV | Displays how many vaccines are remaining | Displays how many vaccines are remaining | Pass |
| 9 | After program starts, 108 or AVS | Asks how many more vaccines are to be added and increments total number of vaccines remaining with user input | Asks how many more vaccines are to be added and increments total number of vaccines remaining with user input | Pass |
| 10 | After program starts, 999 or EXT | Exits program | Exits program | Pass |

**Task\_4**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Test Case | Expected Result | Actual Result | Pass/Fail |
| 1 | After program starts, 100 or VVB | Displays ‘empty’ for all booths | Displays ‘empty’ for all booths | Pass |
| 2 | After program starts, 102 or APB | Displays all ‘empty’ booths which belong to the vaccine type they choose and asks for First name, Surname, Age, City, NIC or Passport Number, which vaccination they would like and booth number | Displays all ‘empty’ booths which belong to the vaccine type they choose and asks for First name, Surname, Age, City, NIC or Passport Number, which vaccination they would like and booth number | Pass |
| 3 | After program starts, 101 or VEB | Displays all ‘empty’ booths | Displays all ‘empty’ booths | Pass |
| 4 | After program starts, 103 or RPB | Asks for booth number and change value of booth to ‘empty’ | Asks for booth number and change value of booth to ‘empty’ | Pass |
| 5 | After program starts, 104 or VPS | Temporarily Sorts all elements in booths array in alphabetical order but does not change the element locations | Temporarily Sorts all elements in booths array in alphabetical order but does not change the element locations | Pass |
| 6 | After program starts, 105 or SPD | Writes all the elements in the booths array to a text file. | Writes all the elements in the booths array to a text file. | Pass |
| 7 | After program starts, 106 or LPD | Writes all the records in the text file as elements in the booths array | Writes all the records in the text file as elements in the booths array | Pass |
| 8 | After program starts, 107 or VRV | Displays how many vaccines are remaining | Displays how many vaccines are remaining | Pass |
| 9 | After program starts, 108 or AVS | Asks how many more vaccines are to be added and increments total number of vaccines remaining with user input | Asks how many more vaccines are to be added and increments total number of vaccines remaining with user input | Pass |
| 10 | After program starts, 999 or EXT | Exits program | Exits program | Pass |

**Discussion**

Test cases were chosen to show that all options in Task\_1 works.

Task\_2 program functions exactly like Task\_1, the only difference between them is that Task\_2 is made out of 2 classes Task\_2\_VacinationCenter and Task\_2\_Booth.

Task\_3\_1 works just like Task\_1 but with more additional features such as when adding a patient to booth, the program will prompt you for your First Name, Surname and which Vaccination you wish to take, then it will find the 2 booths which are designated to the vaccination of your preference and display the booth number of each booth is they are free.

Task\_3\_2 works just like Task\_2 but with more additional features such as when adding a patient to booth, the program will prompt you for your First Name, Surname, Age, City, NIC or Passport Number and which Vaccination you wish to take, then it will find the 2 booths which are designated to the vaccination of your preference and display the booth number of each booth is they are free. Task\_3\_2 is made out of 3 classes Task\_3\_2\_VacinationCenter, Task\_3\_2\_Patient and Task\_3\_2\_Booth.

Task\_4 works just like Task\_3\_2 but with more additional features such as when adding a patient to booth, if both booths which are designated for the preferred vaccine type are full then the patient gets added to a linked list to wait, once a patient leaves a booth then a patient who was in the head of the waiting list for that vaccine will get sent into the now free booth. Task\_4 is made out of 7 classes Task\_4\_VacinationCenter, Task\_4\_Patient, Task\_4\_Booth, Node, Task\_4\_LinkedList\_A, Task\_4\_LinkedList\_S, Task\_4\_LinkedList\_P.

**Code :**

**Task\_1:**

import java.util.Scanner;

import java.io.FileWriter;

import java.io.File;

import java.io.IOException;

// https://www.w3schools.com/java/java\_classes.asp

public class Task\_1{

    static String selection;

    static String patient;

    static Integer Vaccinations = 150 ;

    static String [] booths = {"empty","empty","empty","empty","empty","empty"};

    static Scanner sc = new Scanner(System.in);

    public static *void* main(String[] *args*){

        System.out.println("~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~");

        System.out.println(" 100 or VVB: View all Vaccination Booths \n 101 or VEB: View all Empty Booths \n 102 or APB: Add Patient to a Booth \n 103 or RPB: Remove Patient from a Booth \n 104 or VPS: View Patients Sorted in alphabetical order \n 105 or SPD: Store Program Data into file \n 106 or LPD: Load Program Data from file \n 107 or VRV: View Remaining Vaccinations \n 108 or AVS: Add Vaccinations to the Stock \n 999 or EXT: Exit the Program");

        System.out.println("~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~");

        while (true) {

            do{

                System.out.println("Type in your selection :");

                selection = sc.nextLine();

                System.out.println("                                                                                ");

            }

            while (!selection.equalsIgnoreCase("100") && !selection.equalsIgnoreCase("VVB") && !selection.equalsIgnoreCase("101") && !selection.equalsIgnoreCase("VEB") && !selection.equalsIgnoreCase("102") && !selection.equalsIgnoreCase("APB") && !selection.equalsIgnoreCase("103") && !selection.equalsIgnoreCase("RPB") && !selection.equalsIgnoreCase("104") && !selection.equalsIgnoreCase("VPS") && !selection.equalsIgnoreCase("105") && !selection.equalsIgnoreCase("SPD") && !selection.equalsIgnoreCase("106") && !selection.equalsIgnoreCase("LPD") && !selection.equalsIgnoreCase("107") && !selection.equalsIgnoreCase("VRV") && !selection.equalsIgnoreCase("108") && !selection.equalsIgnoreCase("AVS") && !selection.equalsIgnoreCase("999") && !selection.equalsIgnoreCase("EXT"));

            switch (selection) {

                case "100": case "VVB":

                    VVB();

                    break;

                case "101": case "VEB":

                    VEB();

                    break;

                case "102": case "APB":

                    APB();

                    break;

                case "103": case "RPB":

                    RPB();

                    break;

                case "104": case "VPS":

                    VPS();

                    break;

                case "105": case "SPD":

                    SPD();

                    break;

                case "106": case "LPD":

                    LPD();

                    break;

                case "107": case "VRV":

                    System.out.println("\nVaccinations remaining in stock:"+ Vaccinations);

                    break;

                case "108": case "AVS":

                    AVS();

                    break;

                case "999": case "EXT":

                    EXT();

            }

            if (Vaccinations == 20){

                System.out.println("Warning : only 20 Vaccinations remain!");

            }

            System.out.println("~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~");

        }

    }

// View all Vaccination Booths

    public static *void* VVB(){

        for (*int* i = 0; i < 6; i++) {

            if (booths[i] == "empty"){

                System.out.println("Booth " + (i+1) + " is : empty");

            } else {

                System.out.println("Booth " + (i+1) + " is occupied by : " + booths[i]);

            }

        }

    }

// View all Empty Booths

    public static *void* VEB(){

        for (*int* i = 0; i < 6; i++) {

            if (booths[i] == "empty"){

                System.out.println("Booth " + (i+1) + " is : empty");

            }

        }

    }

// Add Patient to a Booth

    public static *void* APB(){

        VEB();

        System.out.println("Select a booth from the above mentioned booths :");

        Integer number = sc.nextInt();

        System.out.println("                                                                                ");

        System.out.println("Enter patient First name :");

        sc.nextLine();

        patient = sc.nextLine();

        booths[number-1]=patient;

        System.out.println("Patient " + patient + " is assigned to booth number " + number) ;

        Vaccinations-=1 ;

    }

// Remove Patient from a booth

    public static *void* RPB(){

        System.out.println("Enter booth number 1 - 6 :");

        String Number = sc.nextLine();

        System.out.println("                                                                                ");

        Integer value = Integer.parseInt(Number);

        patient = booths[value - 1];

        booths[value-1] = "empty";

        System.out.println("Patient " + patient + " is has been removed from booth number " + Number);

    }

// View Patients Sorted in alphabetical order

    public static *void* VPS(){

                // https://www.javatpoint.com/bubble-sort-in-java

        String[] arr  = {booths[0],booths[1],booths[2],booths[3],booths[4],booths[5]};

        for (*int* j = 0; j < 6 - 1; j++){

            for (*int* i = j + 1; i < 6; i++) {

                if ((arr[j].toLowerCase()).compareTo((arr[i]).toLowerCase()) > 0){

                    String temp1 = arr[j];

                    arr[j] = arr[i];

                    arr[i] = temp1;

                }

            }

        }

        for (*int* i = 0; i < 6; i++){

            System.out.println("Patient " + (i + 1) + " : " + arr[i]);

        }

    }

// Store Program Data into file

    public static *void* SPD(){

            // https://www.w3schools.com/java/java\_files\_create.asp

        try {

            String str="";

            FileWriter writer = new FileWriter("Textfile1.txt");

            for (*int* i=0; i< 6 ; i++){

                str="Booth "+(i+1)+" :"+booths[i];

                writer.write(str + "\n");

            }

            writer.close();

            System.out.println("Successfully updated file.");

        }catch (IOException except){

            System.out.println("Error");

            except.printStackTrace();

        }

    }

// Load Program Data from file

    public static *void* LPD(){

            // https://www.w3schools.com/java/java\_files\_read.asp

            // https://beginnersbook.com/2013/12/java-string-substring-method-example/

        try{

            File line = new File("Textfile1.txt");

            Scanner reader = new Scanner(line);

            for (*int* i=0; i< 6 ; i++){

                String data = reader.nextLine();

                data = data.substring(9);

                if (data.equals("empty")){

                    booths[i] = "empty";

                }else{

                booths[i] = data;

                }

            }

            reader.close();

            System.out.println("Successfully updated Array.");

        }catch (IOException except){

            System.out.println("Error");

            except.printStackTrace();

        }

    }

// Add Vaccinations to the Stock

    public static *void* AVS(){

        System.out.println("Enter number of Vaccinations to be added to stock : ");

        Scanner vacc = new Scanner(System.in);

        Integer add = vacc.nextInt();

        Vaccinations = Vaccinations + add;

    }

// Exit the Program

    public static *void* EXT(){

        System.exit(0);

    }

}

**Task\_2\_CacinationCenter:**

// https://www.w3schools.com/java/java\_arraylist.asp

// https://www.w3schools.com/java/java\_classes.asp

// https://www.geeksforgeeks.org/inheritance-in-java/

import java.util.Scanner;

import java.io.FileWriter;

import java.io.File;

import java.io.IOException;

public class Task\_2\_VacinationCenter {

    static String selection;

    static String patient;

    static Integer Vaccinations = 150;

    static Scanner sc = new Scanner(System.in);

    // https://www.youtube.com/watch?v=cCNpZZVslik

    static Task\_2\_Booth[] booths = new Task\_2\_Booth[6];

    public static *void* main(String[] *args*) {

        for (*int* i = 0; i < 6; i++) {

            Task\_2\_Booth h1 = new Task\_2\_Booth("empty");

            booths[i] = h1;

        }

        System.out.println("~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~");

        System.out.println(

                " 100 or VVB: View all Vaccination Booths \n 101 or VEB: View all Empty Booths \n 102 or APB: Add Patient to a Booth \n 103 or RPB: Remove Patient from a Booth \n 104 or VPS: View Patients Sorted in alphabetical order \n 105 or SPD: Store Program Data into file \n 106 or LPD: Load Program Data from file \n 107 or VRV: View Remaining Vaccinations \n 108 or AVS: Add Vaccinations to the Stock \n 999 or EXT: Exit the Program");

        System.out.println("~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~");

        while (true) {

            do {

                System.out.println("Type in your selection :");

                selection = sc.nextLine();

                System.out.println("                                                                                ");

            } while (!selection.equalsIgnoreCase("100") && !selection.equalsIgnoreCase("VVB")

                    && !selection.equalsIgnoreCase("101") && !selection.equalsIgnoreCase("VEB")

                    && !selection.equalsIgnoreCase("102") && !selection.equalsIgnoreCase("APB")

                    && !selection.equalsIgnoreCase("103") && !selection.equalsIgnoreCase("RPB")

                    && !selection.equalsIgnoreCase("104") && !selection.equalsIgnoreCase("VPS")

                    && !selection.equalsIgnoreCase("105") && !selection.equalsIgnoreCase("SPD")

                    && !selection.equalsIgnoreCase("106") && !selection.equalsIgnoreCase("LPD")

                    && !selection.equalsIgnoreCase("107") && !selection.equalsIgnoreCase("VRV")

                    && !selection.equalsIgnoreCase("108") && !selection.equalsIgnoreCase("AVS")

                    && !selection.equalsIgnoreCase("999") && !selection.equalsIgnoreCase("EXT"));

            switch (selection) {

                case "100":

                case "VVB":

                    VVB();

                    break;

                case "101":

                case "VEB":

                    VEB();

                    break;

                case "102":

                case "APB":

                    APB();

                    break;

                case "103":

                case "RPB":

                    RPB();

                    break;

                case "104":

                case "VPS":

                    VPS();

                    break;

                case "105":

                case "SPD":

                    SPD();

                    break;

                case "106":

                case "LPD":

                    LPD();

                    break;

                case "107":

                case "VRV":

                    System.out.println("\nVaccinations remaining in stock:" + Vaccinations);

                    break;

                case "108":

                case "AVS":

                    AVS();

                    break;

                case "999":

                case "EXT":

                    EXT();

            }

            if (Vaccinations == 20) {

                System.out.println("Warning : only 20 Vaccinations remain!");

            }

            System.out.println("~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~");

        }

    }

    // View all Vaccination Booths

    public static *void* VVB() {

        for (*int* i = 0; i < 6; i++) {

            if (booths[i].name == "empty") {

                System.out.println("Booth " + (i + 1) + " is : empty");

            } else {

                System.out.println("Booth " + (i + 1) + " is occupied by : " + booths[i].name);

            }

        }

    }

    // View all Empty Booths

    public static *void* VEB() {

        for (*int* i = 0; i < 6; i++) {

            if (booths[i].name == "empty") {

                System.out.println("Booth " + (i + 1) + " is occupied by : empty");

            }

        }

    }

    // Add Patient to a Booth

    public static *void* APB() {

        VEB();

        System.out.println("Select a booth from the above mentioned booths :");

        Integer number = sc.nextInt();

        System.out.println("                                                                                ");

        System.out.println("Enter patients First name :");

        sc.nextLine();

        patient = sc.nextLine();

        booths[number - 1].name = patient;

        System.out.println("                                                                                ");

        System.out.println("Patient " + patient + " is assigned to booth number " + number);

        Vaccinations -= 1;

    }

    // Remove Patient from a booth

    public static *void* RPB() {

        System.out.println("Enter booth number 1 - 6 :");

        Integer Number = sc.nextInt();

        System.out.println("                                                                                ");

        patient = booths[Number - 1].name;

        booths[Number - 1].name = "empty";

        System.out.println("Patient " + patient + " is has been removed from booth number " + Number);

    }

    // View Patients Sorted in alphabetical order

    public static *void* VPS() {

        // https://www.javatpoint.com/bubble-sort-in-java

        String[] arr = { "empty", "empty", "empty", "empty", "empty", "empty" };

        for (*int* x = 0; x < 6; x++) {

            arr[x] = booths[x].name;

        }

        for (*int* j = 0; j < 6 - 1; j++) {

            for (*int* i = j + 1; i < 6; i++) {

                if ((arr[j].toLowerCase()).compareTo((arr[i]).toLowerCase()) > 0) {

                    String temp1 = arr[j];

                    arr[j] = arr[i];

                    arr[i] = temp1;

                }

            }

        }

        for (*int* i = 0; i < 6; i++) {

            System.out.println("Patient " + (i + 1) + " : " + arr[i]);

        }

    }

    // Store Program Data into file

    public static *void* SPD() {

        // https://www.w3schools.com/java/java\_files\_create.asp

        try {

            String str = "";

            FileWriter writer = new FileWriter("Textfile2.txt");

            for (*int* i = 0; i < 6; i++) {

                str = "Booth " + i + " :" + booths[i].name;

                writer.write(str + "\n");

            }

            writer.close();

            System.out.println("Successfully updated file.");

        } catch (IOException except) {

            System.out.println("Error");

            except.printStackTrace();

        }

    }

    // Load Program Data from file

    public static *void* LPD() {

        // https://www.w3schools.com/java/java\_files\_read.asp

        // https://beginnersbook.com/2013/12/java-string-substring-method-example/

        try {

            File line = new File("Textfile2.txt");

            Scanner reader = new Scanner(line);

            for (*int* i = 0; i < 6; i++) {

                String data = reader.nextLine();

                data = data.substring(9);

                if (data.equals("empty")) {

                    booths[i].name = "empty";

                } else {

                    booths[i].name = data;

                }

            }

            reader.close();

            System.out.println("Successfully updated Array.");

        } catch (IOException except) {

            System.out.println("Error");

            except.printStackTrace();

        }

    }

    // Add Vaccinations to the Stock

    public static *void* AVS() {

        System.out.println("Enter number of Vaccinations to be added to stock : ");

        Scanner vacc = new Scanner(System.in);

        Integer add = vacc.nextInt();

        Vaccinations = Vaccinations + add;

    }

    // Exit the Program

    public static *void* EXT() {

        System.exit(0);

    }

}

**Task\_2\_Booth:**

// https://www.w3schools.com/java/java\_arraylist.asp

// https://www.w3schools.com/java/java\_classes.asp

// https://www.youtube.com/watch?v=cCNpZZVslik

// https://www.geeksforgeeks.org/inheritance-in-java/

public class Task\_2\_Booth {

    String name;

    Task\_2\_Booth(String *name*) {

        this.name = *name*;

    }

}

**Task\_3\_1:**

import java.util.Scanner;

import java.io.FileWriter;

import java.io.File;

import java.io.IOException;

// https://www.w3schools.com/java/java\_classes.asp

public class Task\_3\_1 {

    static String selection;

    static String patient;

    static Integer Vaccinations = 150;

    static String[] Abooths = { "empty", "empty" };

    static String[] Sbooths = { "empty", "empty" };

    static String[] Pbooths = { "empty", "empty" };

    static Scanner sc = new Scanner(System.in);

    public static *void* main(String[] *args*) {

        System.out.println("~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~");

        System.out.println(

                " 100 or VVB: View all Vaccination Booths \n 101 or VEB: View all Empty Booths \n 102 or APB: Add Patient to a Booth \n 103 or RPB: Remove Patient from a Booth \n 104 or VPS: View Patients Sorted in alphabetical order \n 105 or SPD: Store Program Data into file \n 106 or LPD: Load Program Data from file \n 107 or VRV: View Remaining Vaccinations \n 108 or AVS: Add Vaccinations to the Stock \n 999 or EXT: Exit the Program");

        System.out.println("~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~");

        while (true) {

            do {

                System.out.println("Type in your selection :");

                selection = sc.nextLine();

                System.out.println("                                                                                ");

            } while (!selection.equalsIgnoreCase("100") && !selection.equalsIgnoreCase("VVB")

                    && !selection.equalsIgnoreCase("101") && !selection.equalsIgnoreCase("VEB")

                    && !selection.equalsIgnoreCase("102") && !selection.equalsIgnoreCase("APB")

                    && !selection.equalsIgnoreCase("103") && !selection.equalsIgnoreCase("RPB")

                    && !selection.equalsIgnoreCase("104") && !selection.equalsIgnoreCase("VPS")

                    && !selection.equalsIgnoreCase("105") && !selection.equalsIgnoreCase("SPD")

                    && !selection.equalsIgnoreCase("106") && !selection.equalsIgnoreCase("LPD")

                    && !selection.equalsIgnoreCase("107") && !selection.equalsIgnoreCase("VRV")

                    && !selection.equalsIgnoreCase("108") && !selection.equalsIgnoreCase("AVS")

                    && !selection.equalsIgnoreCase("999") && !selection.equalsIgnoreCase("EXT"));

            switch (selection) {

                case "100":

                case "VVB":

                    VVB();

                    break;

                case "101":

                case "VEB":

                    VEB();

                    break;

                case "102":

                case "APB":

                    APB();

                    break;

                case "103":

                case "RPB":

                    RPB();

                    break;

                case "104":

                case "VPS":

                    VPS();

                    break;

                case "105":

                case "SPD":

                    SPD();

                    break;

                case "106":

                case "LPD":

                    LPD();

                    break;

                case "107":

                case "VRV":

                    System.out.println("\nVaccinations remaining in stock:" + Vaccinations);

                    break;

                case "108":

                case "AVS":

                    AVS();

                    break;

                case "999":

                case "EXT":

                    EXT();

            }

            if (Vaccinations == 20) {

                System.out.println("Warning : only 20 Vaccinations remain!");

            }

            System.out.println("~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~");

        }

    }

    // View all Vaccination Booths

    public static *void* VVB() {

        for (*int* i = 0; i < 2; i++) {

            if (Abooths[i] == "empty") {

                System.out.println("Booth " + (i + 1) + " is : empty");

            } else {

                System.out.println("Booth " + (i + 1) + " is occupied by : " + Abooths[i]);

            }

        }

        for (*int* i = 0; i < 2; i++) {

            if (Sbooths[i] == "empty") {

                System.out.println("Booth " + (i + 3) + " is : empty");

            } else {

                System.out.println("Booth " + (i + 3) + " is occupied by : " + Sbooths[i]);

            }

        }

        for (*int* i = 0; i < 2; i++) {

            if (Pbooths[i] == "empty") {

                System.out.println("Booth " + (i + 5) + " is : empty");

            } else {

                System.out.println("Booth " + (i + 5) + " is occupied by : " + Pbooths[i]);

            }

        }

    }

    // View all Empty Booths

    public static *void* VEB() {

        for (*int* i = 0; i < 2; i++) {

            if (Abooths[i] == "empty") {

                System.out.println("Booth " + (i + 1) + " is : empty");

            }

        }

        for (*int* i = 0; i < 2; i++) {

            if (Sbooths[i] == "empty") {

                System.out.println("Booth " + (i + 3) + " is : empty");

            }

        }

        for (*int* i = 0; i < 2; i++) {

            if (Pbooths[i] == "empty") {

                System.out.println("Booth " + (i + 5) + " is : empty");

            }

        }

    }

    // Add Patient to a Booth

    public static *void* APB() {

        System.out.println("We have the following Vaccinations : \nAstraZeneca \nSinopharm \nPfizer");

        System.out.println("Which Vaccination do you want?");

        String choice = sc.nextLine();

        switch (choice) {

            case "AstraZeneca":

                for (*int* i = 0; i < 2; i++) {

                    if (Abooths[i] == "empty") {

                        System.out.println("Booth " + (i + 1) + " is : empty");

                    }

                }

                System.out.println("Select a booth from the above mentioned booths :");

                Integer number = sc.nextInt();

                System.out.println("                                                                                ");

                System.out.println("Enter patient First name :");

                sc.nextLine();

                String firstname = sc.nextLine();

                System.out.println("Enter patient Surname :");

                String surname = sc.nextLine();

                System.out.println("                                                                                ");

                patient = (firstname + "#" + surname + "#" + choice);

                Abooths[number - 1] = patient;

                System.out.println("Patient " + firstname + " " + surname + " " + "Vaccinated with " + choice

                        + " is assigned to booth number " + number);

                Vaccinations -= 1;

                break;

            case "Sinopharm":

                for (*int* i = 0; i < 2; i++) {

                    if (Sbooths[i] == "empty") {

                        System.out.println("Booth " + (i + 3) + " is : empty");

                    }

                }

                System.out.println("Select a booth from the above mentioned booths :");

                number = sc.nextInt();

                System.out.println("                                                                                ");

                System.out.println("Enter patient First name :");

                sc.nextLine();

                firstname = sc.nextLine();

                System.out.println("Enter patient Surname :");

                surname = sc.nextLine();

                patient = (firstname + "#" + surname + "#" + choice);

                System.out.println("                                                                                ");

                Sbooths[number - 3] = patient;

                System.out.println("Patient " + firstname + " " + surname + " " + "Vaccinated with " + choice

                        + " is assigned to booth number " + number);

                Vaccinations -= 1;

                break;

            case "Pfizer":

                for (*int* i = 0; i < 2; i++) {

                    if (Pbooths[i] == "empty") {

                        System.out.println("Booth " + (i + 5) + " is : empty");

                    }

                }

                System.out.println("Select a booth from the above mentioned booths :");

                number = sc.nextInt();

                System.out.println("                                                                                ");

                System.out.println("Enter patient First name :");

                sc.nextLine();

                firstname = sc.nextLine();

                System.out.println("Enter patient Surname :");

                surname = sc.nextLine();

                patient = (firstname + "#" + surname + "#" + choice);

                System.out.println("                                                                                ");

                Pbooths[number - 5] = patient;

                System.out.println("Patient " + firstname + " " + surname + " " + "Vaccinated with " + choice

                        + " is assigned to booth number " + number);

                Vaccinations -= 1;

                break;

        }

    }

    // Remove Patient from a booth

    public static *void* RPB() {

        System.out.println("Enter booth number 1 - 6 :");

        String Number = sc.nextLine();

        System.out.println("                                                                                ");

        switch (Number) {

            case "1":

            case "2":

                Integer value = Integer.parseInt(Number);

                patient = Abooths[value - 1];

                Abooths[value - 1] = "empty";

                System.out.println("Patient " + patient + " is has been removed from booth number " + Number);

                break;

            case "3":

            case "4":

                value = Integer.parseInt(Number);

                patient = Sbooths[value - 3];

                Sbooths[value - 3] = "empty";

                System.out.println("Patient " + patient + " is has been removed from booth number " + Number);

                break;

            case "5":

            case "6":

                value = Integer.parseInt(Number);

                patient = Pbooths[value - 5];

                Pbooths[value - 5] = "empty";

                System.out.println("Patient " + patient + " is has been removed from booth number " + Number);

                break;

        }

    }

    // View Patients Sorted in alphabetical order

    public static *void* VPS() {

        // https://www.javatpoint.com/bubble-sort-in-java

        String[] arr = { Abooths[0], Abooths[1], Sbooths[0], Sbooths[1], Pbooths[0], Pbooths[1] };

        for (*int* j = 0; j < 6 - 1; j++) {

            for (*int* i = j + 1; i < 6; i++) {

                if ((arr[j].toLowerCase()).compareTo((arr[i]).toLowerCase()) > 0) {

                    String temp1 = arr[j];

                    arr[j] = arr[i];

                    arr[i] = temp1;

                }

            }

        }

        for (*int* i = 0; i < 6; i++) {

            System.out.println("Patient " + (i + 1) + " : " + arr[i]);

        }

    }

    // Store Program Data into file

    public static *void* SPD() {

        // https://www.w3schools.com/java/java\_files\_create.asp

        try {

            String str = "";

            FileWriter writer = new FileWriter("Textfile3\_1.txt");

            for (*int* i = 0; i < 2; i++) {

                str = "Booth " + (i + 1) + " :" + Abooths[i];

                writer.write(str + "\n");

            }

            for (*int* i = 0; i < 2; i++) {

                str = "Booth " + (i + 3) + " :" + Sbooths[i];

                writer.write(str + "\n");

            }

            for (*int* i = 0; i < 2; i++) {

                str = "Booth " + (i + 5) + " :" + Pbooths[i];

                writer.write(str + "\n");

            }

            writer.close();

            System.out.println("Successfully updated file.");

        } catch (IOException except) {

            System.out.println("Error");

            except.printStackTrace();

        }

    }

    // Load Program Data from file

    public static *void* LPD() {

        // https://www.w3schools.com/java/java\_files\_read.asp

        // https://beginnersbook.com/2013/12/java-string-substring-method-example/

        try {

            File line = new File("Textfile3\_1.txt");

            Scanner reader = new Scanner(line);

            for (*int* i = 0; i < 2; i++) {

                String data = reader.nextLine();

                data = data.substring(9);

                if (data.equals("empty")) {

                    Abooths[i] = "empty";

                } else {

                    Abooths[i] = data;

                }

            }

            for (*int* i = 0; i < 2; i++) {

                String data = reader.nextLine();

                data = data.substring(9);

                if (data.equals("empty")) {

                    Sbooths[i] = "empty";

                } else {

                    Sbooths[i] = data;

                }

            }

            for (*int* i = 0; i < 2; i++) {

                String data = reader.nextLine();

                data = data.substring(9);

                if (data.equals("empty")) {

                    Pbooths[i] = "empty";

                } else {

                    Pbooths[i] = data;

                }

            }

            reader.close();

            System.out.println("Successfully updated Array.");

        } catch (IOException except) {

            System.out.println("Error");

            except.printStackTrace();

        }

    }

    // Add Vaccinations to the Stock

    public static *void* AVS() {

        System.out.println("Enter number of Vaccinations to be added to stock : ");

        Scanner vacc = new Scanner(System.in);

        Integer add = vacc.nextInt();

        Vaccinations = Vaccinations + add;

    }

    // Exit the Program

    public static *void* EXT() {

        System.exit(0);

    }

}

**Task\_3\_2\_VacinationCenter:**

// https://www.w3schools.com/java/java\_arraylist.asp

// https://www.w3schools.com/java/java\_classes.asp

// https://www.geeksforgeeks.org/inheritance-in-java/

import java.util.Scanner;

import java.io.FileWriter;

import java.io.File;

import java.io.IOException;

public class Task\_3\_2\_VacinationCenter {

    static String selection;

    static String patient;

    static Integer Vaccinations = 150;

    static Scanner sc = new Scanner(System.in);

    // https://www.youtube.com/watch?v=cCNpZZVslik

    static Task\_3\_2\_Patient[] booths = new Task\_3\_2\_Patient[6];

    public static *void* main(String[] *args*) {

        for (*int* i = 0; i < 6; i++) {

            Task\_3\_2\_Patient h1 = new Task\_3\_2\_Patient("empty", "empty", "empty", "empty", "empty", "empty");

            booths[i] = h1;

        }

        System.out.println("~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~");

        System.out.println(

                " 100 or VVB: View all Vaccination Booths \n 101 or VEB: View all Empty Booths \n 102 or APB: Add Patient to a Booth \n 103 or RPB: Remove Patient from a Booth \n 104 or VPS: View Patients Sorted in alphabetical order \n 105 or SPD: Store Program Data into file \n 106 or LPD: Load Program Data from file \n 107 or VRV: View Remaining Vaccinations \n 108 or AVS: Add Vaccinations to the Stock \n 999 or EXT: Exit the Program");

        System.out.println("~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~");

        while (true) {

            do {

                System.out.println("Type in your selection :");

                selection = sc.nextLine();

                System.out.println("                                                                                ");

            } while (!selection.equalsIgnoreCase("100") && !selection.equalsIgnoreCase("VVB")

                    && !selection.equalsIgnoreCase("101") && !selection.equalsIgnoreCase("VEB")

                    && !selection.equalsIgnoreCase("102") && !selection.equalsIgnoreCase("APB")

                    && !selection.equalsIgnoreCase("103") && !selection.equalsIgnoreCase("RPB")

                    && !selection.equalsIgnoreCase("104") && !selection.equalsIgnoreCase("VPS")

                    && !selection.equalsIgnoreCase("105") && !selection.equalsIgnoreCase("SPD")

                    && !selection.equalsIgnoreCase("106") && !selection.equalsIgnoreCase("LPD")

                    && !selection.equalsIgnoreCase("107") && !selection.equalsIgnoreCase("VRV")

                    && !selection.equalsIgnoreCase("108") && !selection.equalsIgnoreCase("AVS")

                    && !selection.equalsIgnoreCase("999") && !selection.equalsIgnoreCase("EXT"));

            switch (selection) {

                case "100":

                case "VVB":

                    VVB();

                    break;

                case "101":

                case "VEB":

                    VEB();

                    break;

                case "102":

                case "APB":

                    APB();

                    break;

                case "103":

                case "RPB":

                    RPB();

                    break;

                case "104":

                case "VPS":

                    VPS();

                    break;

                case "105":

                case "SPD":

                    SPD();

                    break;

                case "106":

                case "LPD":

                    LPD();

                    break;

                case "107":

                case "VRV":

                    System.out.println("\nVaccinations remaining in stock:" + Vaccinations);

                    break;

                case "108":

                case "AVS":

                    AVS();

                    break;

                case "999":

                case "EXT":

                    EXT();

            }

            if (Vaccinations == 20) {

                System.out.println("Warning : only 20 Vaccinations remain!");

            }

            System.out.println("~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~");

        }

    }

    // View all Vaccination Booths

    public static *void* VVB() {

        for (*int* i = 0; i < 6; i++) {

            if (booths[i].Firstname == "empty") {

                System.out.println("Booth " + (i + 1) + " is : empty");

            } else {

                System.out.println("Booth " + (i + 1) + " is occupied by : " + booths[i].Firstname);

            }

        }

    }

    // View all Empty Booths

    public static *void* VEB() {

        for (*int* i = 0; i < 6; i++) {

            if (booths[i].Firstname == "empty") {

                System.out.println("Booth " + (i + 1) + " is occupied by : empty");

            }

        }

    }

    // Add Patient to a Booth

    public static *void* APB() {

        System.out.println("Enter patients First name :");

        patient = sc.nextLine();

        System.out.println("Enter patients Surname :");

        String surname = sc.nextLine();

        System.out.println("Enter patients Age :");

        String age = sc.nextLine();

        System.out.println("Enter patients City :");

        String city = sc.nextLine();

        System.out.println("Enter patients NIC or Passport Number :");

        String id = sc.nextLine();

        System.out.println("We have the following Vaccinations : \nAstraZeneca \nSinopharm \nPfizer");

        System.out.println("Which Vaccination do you want?");

        String choice = sc.nextLine();

        switch (choice) {

            case "AstraZeneca":

                for (*int* i = 0; i < 2; i++) {

                    if (booths[i].Firstname == "empty") {

                        System.out.println("Booth " + (i + 1) + " is occupied by : empty");

                    }

                }

                System.out.println("Select a booth from the above mentioned booths :");

                Integer number = sc.nextInt();

                System.out.println("                                                                                ");

                booths[number - 1].Firstname = patient;

                booths[number - 1].Surname = surname;

                booths[number - 1].Age = age;

                booths[number - 1].City = city;

                booths[number - 1].Id = id;

                booths[number - 1].Vaccination = choice;

                System.out.println("                                                                                ");

                System.out.println("Patient " + patient + " is assigned to booth number " + number);

                Vaccinations -= 1;

                break;

            case "Sinopharm":

                for (*int* i = 2; i < 4; i++) {

                    if (booths[i].Firstname == "empty") {

                        System.out.println("Booth " + (i + 1) + " is occupied by : empty");

                    }

                }

                System.out.println("Select a booth from the above mentioned booths :");

                number = sc.nextInt();

                System.out.println("                                                                                ");

                booths[number - 1].Firstname = patient;

                booths[number - 1].Surname = surname;

                booths[number - 1].Age = age;

                booths[number - 1].City = city;

                booths[number - 1].Id = id;

                booths[number - 1].Vaccination = choice;

                System.out.println("                                                                                ");

                System.out.println("Patient " + patient + " is assigned to booth number " + number);

                Vaccinations -= 1;

                break;

            case "Pfizer":

                for (*int* i = 4; i < 6; i++) {

                    if (booths[i].Firstname == "empty") {

                        System.out.println("Booth " + (i + 1) + " is occupied by : empty");

                    }

                }

                System.out.println("Select a booth from the above mentioned booths :");

                number = sc.nextInt();

                System.out.println("                                                                                ");

                booths[number - 1].Firstname = patient;

                booths[number - 1].Surname = surname;

                booths[number - 1].Age = age;

                booths[number - 1].City = city;

                booths[number - 1].Id = id;

                booths[number - 1].Vaccination = choice;

                System.out.println("                                                                                ");

                System.out.println("Patient " + patient + " is assigned to booth number " + number);

                Vaccinations -= 1;

                break;

        }

    }

    // Remove Patient from a booth

    public static *void* RPB() {

        System.out.println("Enter booth number 1 - 6 :");

        Integer Number = sc.nextInt();

        System.out.println("                                                                                ");

        patient = booths[Number - 1].Firstname;

        booths[Number - 1].Firstname = "empty";

        System.out.println("Patient " + patient + " is has been removed from booth number " + Number);

    }

    // View Patients Sorted in alphabetical order

    public static *void* VPS() {

        // https://www.javatpoint.com/bubble-sort-in-java

        String[] arr = { "empty", "empty", "empty", "empty", "empty", "empty" };

        for (*int* x = 0; x < 6; x++) {

            arr[x] = booths[x].Firstname;

        }

        for (*int* j = 0; j < 6 - 1; j++) {

            for (*int* i = j + 1; i < 6; i++) {

                if ((arr[j].toLowerCase()).compareTo((arr[i]).toLowerCase()) > 0) {

                    String temp1 = arr[j];

                    arr[j] = arr[i];

                    arr[i] = temp1;

                }

            }

        }

        for (*int* i = 0; i < 6; i++) {

            System.out.println("Patient " + (i + 1) + " : " + arr[i]);

        }

    }

    // Store Program Data into file

    public static *void* SPD() {

        // https://www.w3schools.com/java/java\_files\_create.asp

        try {

            String str = "";

            FileWriter writer = new FileWriter("Textfile3\_2.txt");

            for (*int* i = 0; i < 6; i++) {

                str = "Booth " + i + " :" + booths[i].Firstname + "#" + booths[i].Surname + "#" + booths[i].Age + "#"

                        + booths[i].City + "#" + booths[i].Id + "#" + booths[i].Vaccination;

                writer.write(str + "\n");

            }

            writer.close();

            System.out.println("Successfully updated file.");

        } catch (IOException except) {

            System.out.println("Error");

            except.printStackTrace();

        }

    }

    // Load Program Data from file

    public static *void* LPD() {

        // https://www.w3schools.com/java/java\_files\_read.asp

        // https://beginnersbook.com/2013/12/java-string-substring-method-example/

        try {

            File line = new File("Textfile3\_2.txt");

            Scanner reader = new Scanner(line);

            for (*int* i = 0; i < 6; i++) {

                String data = reader.nextLine();

                data = data.substring(9, 14);

                if (data.equals("empty")) {

                    booths[i].Firstname = "empty";

                } else {

                    booths[i].Firstname = data;

                }

            }

            reader.close();

            System.out.println("Successfully updated Array.");

        } catch (IOException except) {

            System.out.println("Error");

            except.printStackTrace();

        }

    }

    // Add Vaccinations to the Stock

    public static *void* AVS() {

        System.out.println("Enter number of Vaccinations to be added to stock : ");

        Scanner vacc = new Scanner(System.in);

        Integer add = vacc.nextInt();

        Vaccinations = Vaccinations + add;

    }

    // Exit the Program

    public static *void* EXT() {

        System.exit(0);

    }

}

**Task\_3\_2\_Booth:**

// https://www.w3schools.com/java/java\_arraylist.asp

// https://www.w3schools.com/java/java\_classes.asp

// https://www.youtube.com/watch?v=cCNpZZVslik

// https://www.geeksforgeeks.org/inheritance-in-java/

public class Task\_3\_2\_Booth {

    String Firstname;

    Task\_3\_2\_Booth(String *Firstname*) {

        this.Firstname = *Firstname*;

    }

}

**Task\_3\_2\_Patient:**

// https://www.geeksforgeeks.org/inheritance-in-java/

public class Task\_3\_2\_Patient extends Task\_3\_2\_Booth {

    String Surname;

    String Age;

    String City;

    String Id;

    String Vaccination;

    public Task\_3\_2\_Patient(String *Firstname*, String *Surname*, String *Age*, String *City*, String *Id*, String *Vaccination*) {

        super(*Firstname*);

        this.Surname = *Surname*;

        this.Age = *Age*;

        this.City = *City*;

        this.Id = *Id*;

        this.Vaccination = *Vaccination*;

    }

}

**Task\_4\_VacinationCenter**

// https://www.w3schools.com/java/java\_arraylist.asp

// https://www.w3schools.com/java/java\_classes.asp

// https://www.geeksforgeeks.org/inheritance-in-java/

// https://youtu.be/SMIq13-FZSE

// https://www.youtube.com/playlist?list=PLsyeobzWxl7oRKwDi7wjrANsbhTX0IK0J

import java.util.Scanner;

import java.io.FileWriter;

import java.io.File;

import java.io.IOException;

import java.util.LinkedList;

import java.util.Objects;

public class Task\_4\_VacinationCenter {

    static String selection;

    static String patient;

    static Integer Vaccinations = 150;

    static Scanner sc = new Scanner(System.in);

    // https://www.youtube.com/watch?v=cCNpZZVslik

    static Task\_4\_Patient[] booths = new Task\_4\_Patient[6];

    static Task\_4\_LinkedList\_A listA = new Task\_4\_LinkedList\_A();

    static Task\_4\_LinkedList\_S listS = new Task\_4\_LinkedList\_S();

    static Task\_4\_LinkedList\_P listP = new Task\_4\_LinkedList\_P();

    public static *void* main(String[] *args*) throws IOException {

        for (*int* i = 0; i < 6; i++) {

            Task\_4\_Patient h1 = new Task\_4\_Patient("empty", "empty", "empty", "empty", "empty", "empty");

            booths[i] = h1;

        }

        System.out.println("~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~");

        System.out.println(

                " 100 or VVB: View all Vaccination Booths \n 101 or VEB: View all Empty Booths \n 102 or APB: Add Patient to a Booth \n 103 or RPB: Remove Patient from a Booth \n 104 or VPS: View Patients Sorted in alphabetical order \n 105 or SPD: Store Program Data into file \n 106 or LPD: Load Program Data from file \n 107 or VRV: View Remaining Vaccinations \n 108 or AVS: Add Vaccinations to the Stock \n 999 or EXT: Exit the Program");

        System.out.println("~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~");

        while (true) {

            do {

                System.out.println("Type in your selection :");

                selection = sc.nextLine();

                System.out.println("                                                                                ");

            } while (!selection.equalsIgnoreCase("100") && !selection.equalsIgnoreCase("VVB")

                    && !selection.equalsIgnoreCase("101") && !selection.equalsIgnoreCase("VEB")

                    && !selection.equalsIgnoreCase("102") && !selection.equalsIgnoreCase("APB")

                    && !selection.equalsIgnoreCase("103") && !selection.equalsIgnoreCase("RPB")

                    && !selection.equalsIgnoreCase("104") && !selection.equalsIgnoreCase("VPS")

                    && !selection.equalsIgnoreCase("105") && !selection.equalsIgnoreCase("SPD")

                    && !selection.equalsIgnoreCase("106") && !selection.equalsIgnoreCase("LPD")

                    && !selection.equalsIgnoreCase("107") && !selection.equalsIgnoreCase("VRV")

                    && !selection.equalsIgnoreCase("108") && !selection.equalsIgnoreCase("AVS")

                    && !selection.equalsIgnoreCase("999") && !selection.equalsIgnoreCase("EXT"));

            switch (selection) {

                case "100":

                case "VVB":

                    VVB();

                    break;

                case "101":

                case "VEB":

                    VEB();

                    break;

                case "102":

                case "APB":

                    APB();

                    break;

                case "103":

                case "RPB":

                    RPB();

                    break;

                case "104":

                case "VPS":

                    VPS();

                    break;

                case "105":

                case "SPD":

                    SPD();

                    break;

                case "106":

                case "LPD":

                    LPD();

                    break;

                case "107":

                case "VRV":

                    System.out.println("\nVaccinations remaining in stock:" + Vaccinations);

                    break;

                case "108":

                case "AVS":

                    AVS();

                    break;

                case "999":

                case "EXT":

                    EXT();

            }

            if (Vaccinations == 20) {

                System.out.println("Warning : only 20 Vaccinations remain!");

            }

            System.out.println("~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~");

        }

    }

    // View all Vaccination Booths

    public static *void* VVB() {

        for (*int* i = 0; i < 6; i++) {

            if (booths[i].Firstname == "empty") {

                System.out.println("Booth " + (i + 1) + " is : empty");

            } else {

                System.out.println("Booth " + (i + 1) + " is occupied by : " + booths[i].Firstname);

            }

        }

    }

    // View all Empty Booths

    public static *void* VEB() {

        for (*int* i = 0; i < 6; i++) {

            if (booths[i].Firstname == "empty") {

                System.out.println("Booth " + (i + 1) + " is occupied by : empty");

            }

        }

    }

    // Add Patient to a Booth

    public static *void* APB() {

        Boolean found = false;

        System.out.println("Enter patients First name :");

        patient = sc.nextLine();

        System.out.println("Enter patients Surname :");

        String surname = sc.nextLine();

        System.out.println("Enter patients Age :");

        String age = sc.nextLine();

        System.out.println("Enter patients City :");

        String city = sc.nextLine();

        System.out.println("Enter patients NIC or Passport Number :");

        String id = sc.nextLine();

        System.out.println("We have the following Vaccinations : \nAstraZeneca \nSinopharm \nPfizer");

        System.out.println("Which Vaccination do you want?");

        String choice = sc.nextLine();

        switch (choice) {

            case "AstraZeneca":

                for (*int* i = 0; i < 2; i++) {

                    if (booths[i].Firstname == "empty") {

                        System.out.println("Booth " + (i + 1) + " is occupied by : empty");

                        found = true;

                    }

                }

                if (found.equals(true)) {

                    System.out.println("Select a booth from the above mentioned booths :");

                    Integer number = sc.nextInt();

                    System.out.println(

                            "                                                                                ");

                    booths[number - 1].Firstname = patient;

                    booths[number - 1].Surname = surname;

                    booths[number - 1].Age = age;

                    booths[number - 1].City = city;

                    booths[number - 1].Id = id;

                    booths[number - 1].Vaccination = choice;

                    System.out.println(

                            "                                                                                ");

                    System.out.println("Patient " + patient + " is assigned to booth number " + number);

                    Vaccinations -= 1;

                } else {

                    String data = patient + "/" + surname + "/" + age + "/" + city + "/" + id + "/" + choice;

                    listA.insert(data);

                    System.out.println(listA.head);

                }

                break;

            case "Sinopharm":

                for (*int* i = 2; i < 4; i++) {

                    if (booths[i].Firstname == "empty") {

                        System.out.println("Booth " + (i + 1) + " is occupied by : empty");

                        found = true;

                    }

                }

                if (found.equals(true)) {

                    System.out.println("Select a booth from the above mentioned booths :");

                    Integer number = sc.nextInt();

                    System.out.println(

                            "                                                                                ");

                    booths[number - 1].Firstname = patient;

                    booths[number - 1].Surname = surname;

                    booths[number - 1].Age = age;

                    booths[number - 1].City = city;

                    booths[number - 1].Id = id;

                    booths[number - 1].Vaccination = choice;

                    System.out.println(

                            "                                                                                ");

                    System.out.println("Patient " + patient + " is assigned to booth number " + number);

                    Vaccinations -= 1;

                } else {

                    String data = patient + "/" + surname + "/" + age + "/" + city + "/" + id + "/" + choice;

                    listA.insert(data);

                    System.out.println("pls wait");

                }

                break;

            case "Pfizer":

                for (*int* i = 4; i < 6; i++) {

                    if (booths[i].Firstname == "empty") {

                        System.out.println("Booth " + (i + 1) + " is occupied by : empty");

                        found = true;

                    }

                }

                if (found.equals(true)) {

                    System.out.println("Select a booth from the above mentioned booths :");

                    Integer number = sc.nextInt();

                    System.out.println(

                            "                                                                                ");

                    booths[number - 1].Firstname = patient;

                    booths[number - 1].Surname = surname;

                    booths[number - 1].Age = age;

                    booths[number - 1].City = city;

                    booths[number - 1].Id = id;

                    booths[number - 1].Vaccination = choice;

                    System.out.println(

                            "                                                                                ");

                    System.out.println("Patient " + patient + " is assigned to booth number " + number);

                    Vaccinations -= 1;

                } else {

                    String data = patient + "/" + surname + "/" + age + "/" + city + "/" + id + "/" + choice;

                    listA.insert(data);

                    System.out.println("pls wait");

                }

                break;

        }

    }

    // Remove Patient from a booth

    public static *void* RPB() {

        System.out.println("Enter booth number 1 - 6 :");

        Integer Number = sc.nextInt();

        System.out.println("                                                                                ");

        patient = booths[Number - 1].Firstname;

        booths[Number - 1].Firstname = "empty";

        System.out.println("Patient " + patient + " is has been removed from booth number " + Number);

        // https://www.geeksforgeeks.org/split-string-java-examples/

        switch (Number) {

            case 1:

            case 2:

                String str;

                if (!Objects.isNull(listA.head)) {

                    str = listA.head.data;

                    String[] parts = str.split("/");

                    String part1 = parts[0];

                    String part2 = parts[1];

                    String part3 = parts[2];

                    String part4 = parts[3];

                    String part5 = parts[4];

                    String part6 = parts[5];

                    booths[Number - 1].Firstname = part1;

                    booths[Number - 1].Surname = part2;

                    booths[Number - 1].Age = part3;

                    booths[Number - 1].City = part4;

                    booths[Number - 1].Id = part5;

                    booths[Number - 1].Vaccination = part6;

                    String name = part1;

                    listA.delete();

                    System.out.println(

                            "                                                                                ");

                    System.out.println("Patient " + part1 + " is assigned to booth number " + Number);

                    Vaccinations -= 1;

                    break;

                }

            case 3:

            case 4:

                if (!Objects.isNull(listS.head)) {

                    str = listS.head.data;

                    String[] parts = str.split("/");

                    String part1 = parts[0];

                    String part2 = parts[1];

                    String part3 = parts[2];

                    String part4 = parts[3];

                    String part5 = parts[4];

                    String part6 = parts[5];

                    booths[Number - 1].Firstname = part1;

                    booths[Number - 1].Surname = part2;

                    booths[Number - 1].Age = part3;

                    booths[Number - 1].City = part4;

                    booths[Number - 1].Id = part5;

                    booths[Number - 1].Vaccination = part6;

                    listS.delete();

                    System.out.println(

                            "                                                                                ");

                    System.out.println("Patient " + part1 + " is assigned to booth number " + Number);

                    Vaccinations -= 1;

                    break;

                }

            case 5:

            case 6:

                if (!Objects.isNull(listA.head)) {

                    str = listP.head.data;

                    String[] parts = str.split("/");

                    String part1 = parts[0];

                    String part2 = parts[1];

                    String part3 = parts[2];

                    String part4 = parts[3];

                    String part5 = parts[4];

                    String part6 = parts[5];

                    booths[Number - 1].Firstname = part1;

                    booths[Number - 1].Surname = part2;

                    booths[Number - 1].Age = part3;

                    booths[Number - 1].City = part4;

                    booths[Number - 1].Id = part5;

                    booths[Number - 1].Vaccination = part6;

                    listP.delete();

                    System.out.println(

                            "                                                                                ");

                    System.out.println("Patient " + part1 + " is assigned to booth number " + Number);

                    Vaccinations -= 1;

                    break;

                }

        }

    }

    // View Patients Sorted in alphabetical order

    public static *void* VPS() {

        // https://www.javatpoint.com/bubble-sort-in-java

        String[] arr = { "empty", "empty", "empty", "empty", "empty", "empty" };

        for (*int* x = 0; x < 6; x++) {

            arr[x] = booths[x].Firstname;

        }

        for (*int* j = 0; j < 6 - 1; j++) {

            for (*int* i = j + 1; i < 6; i++) {

                if ((arr[j].toLowerCase()).compareTo((arr[i]).toLowerCase()) > 0) {

                    String temp1 = arr[j];

                    arr[j] = arr[i];

                    arr[i] = temp1;

                }

            }

        }

        for (*int* i = 0; i < 6; i++) {

            System.out.println("Patient " + (i + 1) + " : " + arr[i]);

        }

    }

    // Store Program Data into file

    public static *void* SPD() {

        // https://www.w3schools.com/java/java\_files\_create.asp

        try {

            String str = "";

            FileWriter writer = new FileWriter("Textfile4.txt");

            for (*int* i = 0; i < 6; i++) {

                str = "Booth " + i + " :" + booths[i].Firstname + "#" + booths[i].Surname + "#" + booths[i].Age + "#"

                        + booths[i].City + "#" + booths[i].Id + "#" + booths[i].Vaccination;

                writer.write(str + "\n");

            }

            writer.close();

            System.out.println("Successfully updated file.");

        } catch (IOException except) {

            System.out.println("Error");

            except.printStackTrace();

        }

    }

    // Load Program Data from file

    public static *void* LPD() {

        // https://www.w3schools.com/java/java\_files\_read.asp

        // https://beginnersbook.com/2013/12/java-string-substring-method-example/

        try {

            File line = new File("Textfile4.txt");

            Scanner reader = new Scanner(line);

            for (*int* i = 0; i < 6; i++) {

                String data = reader.nextLine();

                data = data.substring(9, 14);

                if (data.equals("empty")) {

                    booths[i].Firstname = "empty";

                } else {

                    booths[i].Firstname = data;

                }

            }

            reader.close();

            System.out.println("Successfully updated Array.");

        } catch (IOException except) {

            System.out.println("Error");

            except.printStackTrace();

        }

    }

    // Add Vaccinations to the Stock

    public static *void* AVS() {

        System.out.println("Enter number of Vaccinations to be added to stock : ");

        Scanner vacc = new Scanner(System.in);

        Integer add = vacc.nextInt();

        Vaccinations = Vaccinations + add;

    }

    // Exit the Program

    public static *void* EXT() {

        System.exit(0);

    }

}

**Task\_4\_LinkedList\_A**

public class Task\_4\_LinkedList\_A {

    Node head;

    public String data;

    public *void* insert(String *data*) {

        Node node = new Node();

        node.data = *data*;

        node.next = null;

        if (head == null) {

            head = node;

        } else {

            Node n = head;

            while (n.next != null) {

                n = n.next;

            }

            n.next = node;

        }

    }

    public *void* delete() {

        head = head.next;

    }

}

**Task\_4\_LinkedList\_S**

public class Task\_4\_LinkedList\_S {

    Node head;

    public String data;

    public *void* insert(String *data*) {

        Node node = new Node();

        node.data = *data*;

        if (head == null) {

            head = node;

        } else {

            Node n = head;

            while (n.next != null) {

                n = n.next;

            }

            n.next = node;

        }

    }

    public *void* delete() {

        if (head.next != null) {

            head = head.next;

        }

    }

    public static String isEmpty() {

        String check = Task\_4\_LinkedList\_S.isEmpty();

        return check;

    }

}

**Task\_4\_LinkedList\_P**

public class Task\_4\_LinkedList\_P {

    Node head;

    public String data;

    public *void* insert(String *data*) {

        Node node = new Node();

        node.data = *data*;

        if (head == null) {

            head = node;

        } else {

            Node n = head;

            while (n.next != null) {

                n = n.next;

            }

            n.next = node;

        }

    }

    public *void* delete() {

        if (head.next != null) {

            head = head.next;

        }

    }

}

**Node**

public class Node {

    String data;

    Node next;

}

<<END>>